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Apparatus for reformatting pixel data.

Method and apparatus for effecting a
hardware assisted pixel reformat during bit TABLE ENTRY NUMBER
boundary block transfers (BITBLTs) is dis- — FUNCTION CODE
closed. In a preferred embodiment, hardware INDEX
reformat logic is incorporated into a BITBLT
engine of a computer system for automatically
reformatting pixels from an m-bit source format 2 ‘/300
to an n-bit destination format during screen
refresh. The reformat logic comprises a lookup U :
table, for mapping each bit of an m-bit pixel 1 H
data word to a position in an n-bit destination n—2
pixel data word, and reformat engine connected n-1
to the lookup table for physically routing each n
bit of source pixel data to the appropriate desti-
nation position, as indicated by the lookup
table. In this manner, bits may be mapped from
one bit plane in a source bitmap to a second bit
plane in a destination bitmap, thereby reformat-
ting the pixel data, by simply programming the
appropriate entries in the lookup table. *
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The invention relates to apparatus for reformatting pixel data.

An image to be displayed on a monitor of a personal computer or workstation will typically be stored in
system memory as a bitmap file, in which pixel colors are represented by a plurality of bits in a particular format.
For example, in a 16-bit RGB format, the color of an individual pixel is represented by sixteen bits of pixel data,
wherein the five least significant bits indicate the intensity of the blue color component, the five most significant
bits indicate the intensity of the red color component and the remaining six bits indicate the intensity of the
green color component. Alternatively, in a 24-bit BGR format, pixel color is represented by a 24-bit word, in
which the least significant byte indicates the intensity of the red color component, the next byte indicates the
intensity of the green color component and the most significant byte indicates the intensity of the blue color
component.

Several different pixel color formats may be used within a computer or workstation to represent pixels, it
being well known that the greater the number of bits used to represent a single pixel, the wider the range of
colors that may be represented. For example, an image may be stored on an external storage device, such
as a CD-ROM, in a 24 bits-per-pixel (bpp) bit map format, while the same image will be displayed on the monitor
in a 32 bpp format. For that reason, it is necessary for computers to be able to efficiently convert pixel data
from a source format, which in the above case would be 24 bpp, to a destination format, which in the above
case would be 32 bpp.

Presently, the ability to convert pixel data from one color format to another using hardware support is ex-
tremely limited and is typically implemented on a pixel-by-pixel basis using software to convert each pixel from
a source format to a destination format. This process necessarily expends several microseconds or tens of
microseconds per pixel, such that a considerable amount of processing time is required to convert all of the
pixels of a single image.

Alternatively, hardware may be used to reformat only a specific set of pixels, i.e., to convert from one color
format to another. For example, the above conversion from a 24 bit-per-pixel format to a 32 bit-per-pixel format
may be hardwired into the system. Unfortunately, this technique is also deficient in that it sacrifices great deal
of flexibility in exchange for only a marginal increase in overall conversion speed.

Another technique currently in use is a color expansion technique used in connection with character data
stored in a 1 bit per pixel format in which a "0" represents a background pixel and a "1" represents a foreground
pixel. A foreground register and a background register store foreground and background colors, respectively,
such that each "1" of source data causes the color corresponding to the value in the foreground register to be
displayed at the corresponding pixel location and each "0" causes the color corresponding to the value in the
background register to be displayed at the corresponding pixel location. This technique is also deficient, as its
use is limited to a one bpp format and a choice between two colors.

The increasing use in the personal computer (PC) industry of operating systems having windowing capa-
bilities, such as IBM’s OS/2 and Microsoft's Windows, as well as the move toward graphics adapters having
direct color modes, evidence the need for pixel reformat operations to be accomplished more rapidly and to
allow for conversion from several different source formats to several different destination formats. Further evi-
dence of this need is found in the fact that the industry is placing greater importance on the performance of
PC graphics, as exemplified by the fact that a major selling point of graphics accelerator display adapters is
their "WINMARK" number, which is a benchmark number assigned to computer components based on various
performance criteria. It is highly likely that future WINMARK numbers will take into account the speed of mem-
ory-to-screen copy operations in which the source and destination formats differ.

While the available techniques for converting between pixel formats get the job done, they are exceedingly
slow, especially in view of the new demands being placed on graphics subsystems. Although the conversion
process may be accelerated somewhat by hardwiring certain conversions, such hardwired solutions do not pro-
vide the necessary flexibility required to enable conversion to and from a plurality of different pixel formats.

Therefore, what is needed is an arrangement for reformatting pixels encoded in a first, or source, format
to a second, or destination, format in a rapid and efficient manner.

Accordingly, the present invention provides apparatus for reformatting pixel data comprising an m-bit word
to an n-bit word, the apparatus comprising: a reformat engine for receiving said m-bit word and for outputting
said n-bit word; and a lookup table electrically connected to said reformat engine and comprising at least one
table entry associated with a bit position of said n-bit word for indicating a bit source; wherein said reformat
engine creates an electrical connection between said indicated bit source and said associated n-bit word bit
position, according to said look-up table, such that a bit supplied by said indicated bit source is output to said
associated n-bit word bit position.

The foregoing problems are solved and a technical advance is achieved by method and apparatus for ef-
fecting a hardware assisted pixel reformat during bit boundary block transfers (BITBLTs) from a source memory
location to a destination memory location. In a departure from the art, dedicated hardware, herein referred to
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as reformat logic, is incorporated into a computer for automatically reformatting pixel data encoded in an m
bit-per-pixel (bpp) source format to an n bpp destination format during screen refresh, for example.

In a preferred embodiment, the reformat logic is embodied in an otherwise conventional BITBLT engine
of the system such that during each BITBLT from the source memory location to the destination memory lo-
cation, each m-bit source pixel data word in the block pixel data being transferred is input to the reformat logic
on minput lines. The reformat logic converts the pixel data from the m-bit source format to an n-bit destination
format and outputs the reformatted pixel data to the destination memory location on n output lines. The reformat
logic comprises a lockup table, for mapping each bit of pixel data from a first bit position in the m-bit source
pixel data word to a second bit position in the n-bit destination pixel data word, and reformat engine connected
to and controlled by the lookup table for physically routing the bits of pixel data from one of the m reformat
logic inputs to one or more of the n reformat logic outputs, as indicated by the lookup table. In this manner,
each bit of a pixel data word may be mapped from one bit position in an m bpp source bitmap to a second bit
position in an n bpp destination bitmap, thereby reformatting the pixel data, by simply programming the ap-
propriate entries in the lookup table.

In one embodiment, the lookup table comprises n table entries; one for each bit position of the destination
pixel data word, or bit plane of the destination bitmap. For example, if the destination format is 32 bpp, the
lookup table will comprises 32 table entries, numbered 0 to 31, corresponding respectively to bits 0 to 31 of
the destination pixel data word. The two or more most significant bits of each table entry comprise a function
code for causing a value at a source bit position indexed by the remaining bits of the table entry, which comprise
a "source index," to be mapped into the destination bit position indexed by the table entry number, or for causing
a binary 1 or 0 to be written to the indexed destination bit position, regardless of the value of the source index.
The remaining bits of each table entry are referred to as the source bit position index because they comprise
an index to the bit position of the source bit to be mapped to the corresponding destination bit position. For
example, if the source bit position index of table entry 0 is 4h, then bit 4 of the source pixel data word is to be
mapped to bit 0 of the destination pixel data word. In other words, bit plane 4 of the source bit map is to be
mapped to bit plane 0 of the destination bit map. The above-described lookup table arrangement enables mul-
tiple planes of a source bitmap to be mapped to a single plane of a destination bitmap.

In an alternative embodiment, the lookup table comprises m table entries; one for each bit position in the
source pixel data word, or bit plane in the source bitmap. Assuming that the format of the source bitmap is 24
bpp, the lookup table will comprise 24 individual entries, numbered 0 through 23, corresponding respectively
to bits 0 through 23 of the source pixel data word. Again, the two most significant bits of each table entry com-
prise a function code, as described above, and the remaining bits comprise a destination, rather than a source,
index. Therefore, if the index at table entry 0 is 4h, bit O of the source pixel data word will be mapped to bit 4
of the destination pixel data word. In other words, bit plane 0 of the source bit map will be mapped to bit plane
4 of the destination bit map.

The steering logic comprises appropriate logic gates and other hardware components for effecting the ap-
propriate physical connections between the m inputs and one or more of the n outputs of the reformat logic
for routing each bit of source pixel data to the appropriate destination bit position, or bit plane, as designated
by the values in the lookup table.

A technical advantage achieved with the invention is that it can be used to reformat pixel data for repre-
senting images of any size.

A further technical advantage achieved with the invention is that it represents an improvement in perfor-
mance over conventional software reformatting techniques.

Still a further technical advantage achieved with the invention is that it is flexible enough to convert any
direct color format to any other direct color format. Additionally, it is flexible enough for a single embodiment
to be used to perform color compression, expansion, conversion, and selection operations.

Embodiments of the present invention will now be described, by way of examply only, with reference to
the accompanying drawings in which:

FIG. 1 is a schematic block diagram of a computer system.

FIG. 2is a block diagram of a bit block transfer engine of the computer system of FIG. 1 embodying features
of the present invention.

FIG. 3 is a block diagram of reformat logic for implementing the present invention.

FIGS. 4a-4c illustrate an exemplary reformat operation performed using the reformat logic of FIG.3.

FIG. 5 is a schematic block diagram of a possible implementation of a reformat engine of the reformat logic
of FIG. 3.

FIG. 1 illustrates a computer 10 embodying features of the present invention. The computer 10 includes
a host portion 10a and a video subsystem portion 10b to the left and right respectively of a dashed line 11.
The host 10a comprises a CPU 12, system memory 14, and an external storage device 16, such as a hard
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disk or CD-ROM, interconnected via a system bus 18. Images for display on a display 20 of the video subsystem
10b may be stored on the external storage device 16, as will be described.

In addition to the display 20, video subsystem 10b comprises a bus interface 22 for interfacing the video
subsystem 10b to the host 10a. A graphics coprocessor 24 is connected to the bus interface 22 via a bus 25
and a video RAM (VRAM) 26, or "frame buffer," and a RAMDAC 28 are also connected to the bus interface
22 via the video bus 23. The display 20 is connected to the output of the RAMDAC 28.

A bit boundary block transfer (BITBLT) engine 30 is shown as being embodied within the coprocessor 24;
however, it should be understood that the BITBLT engine 30 is independently addressable by the CPU 12 and
may reside directly on the video bus 23 or on the system bus 16. The main function of the BITBLT engine 30
is to transfer rectangular blocks of data from a source memory location to a destination memory location. For
example, the BITBLT engine 30 may be used to transfer blocks of data from system memory 14 to VRAM 26,
from VRAM 26 to system memory 14, from one location in system memory 14 to another location in system
memory 14, or from one location in VRAM 26 to another location in VRAM 26. In any case, it should be un-
derstood that in this context, the term "source" refers to the memory location from which a block of data is
transferred, while "destination" refers to the memory location to which that block of data is transferred.

As previously indicated, digital pixel data for an image to be displayed on the display 20 may be stored on
the external storage device 16. During a typical display operation, the pixel data is read from the external stor-
age device 16 into system memory 14 and then transferred to VRAM 26 by the BITBLT engine 30. The digital
pixel data is then output from the VRAM 26 to the RAMDAC 28. The RAMDAC 28 converts the digital data
into analog red, green and blue signals for driving the display 20, which will typically comprise a CRT having
red, green and blue electron guns, the intensities of which are controlled by the RAMDAC 28 signals.

The use of a BITBLT engine to move blocks of pixel data from a system memory to a VRAM and the use
of a RAMDAC to convert digital pixel data output from a VRAM into analog red, green and blue signals for driving
a CRT display are concepts that are well known in the art and will therefore not be further described. However,
a problem arises when the format in which pixel data is stored in the source memory, which in this case is sys-
tem memory 14, differs from that in which pixel data is stored in the destination memory, which in this case
is the VRAM 26. For example, pixels comprising an image may be stored in system memory 14 in a 24 bpp
format, but displayed on the display 20, and therefore stored in VRAM 26, in a 32 bpp format. Accordingly, at
some point before the pixels can be displayed, the pixel data must be converted from the source pixel data
format (i.e., 24 bpp) to the destination pixel data format (i.e., 32 bpp). As will be subsequently described in
detail, the inventive technique solves the reformatting problem by providing reformat logic within the BITBLT
engine 30 which logic is capable of effecting one or more types of reformatting operations during each BITBLT
of pixel data from system memory 14 to VRAM 26.

FIG. 2 is a block diagram of the BITBLT engine 30. As illustrated, the BITBLT engine 30 comprises reformat
logic 200 having m inputs and n outputs for converting pixel data from an m-bit source format to an n-bit des-
tination format during a BITBLT, it being understood that "m" and "n" are used throughout the specification to
denote the number of bits-per-pixel comprising the source and destination pixel data formats, respectively.
Pixel data is input to the reformat logic 200 from the source memory location on the m input lines one m-bit
pixel data word at a time output from the reformat logic 200 to the destination memory location one n-bit pixel
data word at a time on the n output lines, as will be further described with reference to FIG. 4a.

FIG. 3 is a more detailed block diagram of the reformat logic 200 of FIG. 2. As illustrated, reformat logic
200 comprises a lockup table 300 connected to reformat engine 302 via control lines 304.

The function of the lookup table 300 is to map each bit of pixel data from a first bit position in the source
pixel data word to a second bit position in the destination pixel data word. The lookup table 300 can also be
described as mapping each bit of a first bit plane of a source bitmap to a second bit plane of a destination
bitmap. The reformat engine 302 provides the physical connections between the m inputs and n outputs for
appropriately routing each bit of pixel data from the source bit position (or bit plane) to the destination bit pos-
ition (or bit plane) for effecting the reformatting operation(s) as specified by entries in the lookup table 300.
One input bit may be connected to one or more output bits.

In one embodiment, the lockup table 300 comprises n table entries wherein each entry corresponds to a
bit position in the destination pixel data word, or a bit plane of the destination bit map. Therefore, assuming
the destination format comprises 32 bpp, there will be 32 entries in the lookup table 300 such that table entry
0 indicates the binary value to be mapped to destination bit position 0, table entry 1 indicates the binary value
to be mapped to destination bit position 1, and so on through table entry n-1. The two or more most significant
bits of each table entry comprise a function code for causing a value at a source bit position indexed by the
remaining bits, which comprise a "source index", to be mapped into the destination bit position indexed by the
table entry number or causing a binary 1 or 0 to be written to the indexed destination bit position, regardless
of the value of the source index. Alist of specific 3-bit function codes and their corresponding operations are
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set forth below in Table I:

Code Operation

000 Write binary 0 to indexed destination bit

001 Write binary 1 to indexed destination bit

010 Map indexed source bit to indexed destination bit
011 Invert source bit

100-111 |Reserved

Table |

The following examples are provided to illustrate the use of the above function codes. If the function code
of table entry 0 is 000, a binary 0 will be written to bit O of the destination pixel data word, regardless of the
value of the bit indexed by the source index. If the function code of table entry 0 is 001, a binary 1 will be written
to bit O of the destination pixel data word, regardless of the value of the bit indexed by the source index. If the
function code of table entry 0 is 010, the value of the bit indexed by the source index will be mapped to bit 0
of the destination pixel data word unchanged. If the function code of table entry 0 is 011, the inverted value
of the bit indexed by the source index will be written to bit O of the destination data word.

As indicated, so long as the function code of a particular table entry is 10, the corresponding source index
will be used to index a bit in the source pixel data word to be mapped to the bit in the destination pixel data
word indexed by the table entry number. For example, assuming the value of the source index at table entry
0 is 4h, and further assuming that the corresponding function code is 10, bit 4 of each source pixel data word
will be mapped to bit 0 of each destination pixel data word. In other words, bit plane 4 of the source bit map
will be mapped to bit plane 0 of the destination bit map. It should be understood that indexing the lookup table
300 in the manner described above enables more than one source bit plane to be mapped to a single destination
bit plane, which may be desirable in certain color expansion operations known in the art. It should also be un-
derstood that the number of bits comprising the source index in the lookup table will be x, where m = 2x. For
example, for a 32 bpp source format, the number of bits comprising the source index will be 5, leaving 3 bits
of a 1-byte table entry to be used as a function code.

In an alternative embodiment, the lookup table 300 comprises m entries corresponding to each of the m-
bits of the source pixel data word. Accordingly, each table entry will comprise a function code and a destination,
rather than a source, index. Similar to the function of the source index, the destination index indexes the bit
in the destination pixel data word to which the bit of the source pixel data word indexed by the table entry num-
ber is to be mapped. In this alternative embodiment, assuming that the destination index at table entry O is
4h, and further assuming that the corresponding function code is 10, bit O of each source pixel data word will
be mapped to bit 4 of each destination pixel data word, thereby effectively remapping plane 0 of the m bpp
source bitmap to plane 4 of the n bpp destination bitmap.

The table entries in the lookup table 300 are initially set by software, which software may be stored in sys-
tem memory 14 and executed by CPU 12, according to the particular reformat operation(s) to be performed.
Once the lookup table 300 has been initialized, it is used to set the hardware reformat engine 302 so that each
of the m bits of each source pixel data word are correctly routed to one or more of the n bit positions of the
destination pixel data word, as further illustrated and explained with reference to FIGS. 4a-4c.

FIG. 4a-4cillustrate the operation of the reformat logic 200 of the present invention. It should be understood
that the reformat operation shown in FIGS. 4a-4c is intended only as an example to illustrate the flexibility of
the presentinvention and should not be interpreted as showing a particularly desirable type of format operation.

Referring to FIG. 4a, reference numeral 400 designates reformat logic for reformatting a source pixel data
word 400a encoded in a 4 bpp source format to a destination pixel data word 400b encoded in an 8 bpp des-
tination format. An initialized lookup table 402 includes eight table entries 0 through 7 and is connected to re-
format engine 404 in which input-output connections have been set according to the table entries of the lookup
table 402, as will be described.

Referring to the lookup table 402, table entry 0 comprises a function code of 00, corresponding to a "write
binary 0" operation. As a result, the source index is disregarded, the reformat engine 404 creates an electrical
connection between output 0 and logic 0, as indicated by a line 406, and a binary 0 is output to bit 0 of des-
tination pixel data word 400b. Table entry 1 comprises a function code of 01, corresponding to a "write binary
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1" operation. As a result, the source index is disregarded, the reformat engine 404 creates an electrical con-
nection between output 1 and logic 1, as indicated by a line 408, and a binary 1 is output to bit 1 of the des-
tination pixel data word 400b. Table entry 2 comprises a function code of 10, corresponding to a "map indexed
source bit" operation, and a source index of 01. As a result, the reformat engine 404 creates an electrical con-
nection between output 2 and input 1, as indicated by a line 410, and the binary value in bit 1 of the source
pixel data word 400a, which in this case is a 1, is mapped to bit 3 of the destination pixel data word 400b. Table
entry 3 comprises a function code of 10 and a source index of 00. As a result, the reformat engine 404 creates
an electrical connection between output 3 and input 0, as indicated by a line 412, and the binary value in bit
0 of the source pixel data word 400a, which in this case is a 1, is mapped to bit 3 of the destination pixel data
word 400b. In a similar fashion, the reformat engine 404 creates electrical connections between outputs 4, 5,
6 and 7 and inputs 3, 2, 1 and 0, respectively, as indicated by lines 414, 416, 418 and 420, respectively, to
map binary values in bits 3, 2, 1 and 0 of the source pixel data word 400a (which binary values are 0, 1, 0 and
1, respectively) to bits 4, 5, 6 and 7 of the destination pixel data word 400b.

FIGS. 4b and 4c illustrate the mapping of the four planes of a 4 bpp bitmap 410 to the eight bit planes of
an 8 bpp destination bitmap 412 effected by the above described operation. For clarity, function codes are
not shown in the lookup table 402 of FIG. 4b and each source index is expressed as a decimal value. Planes
0 and 1 of the destination bitmap 412 will comprise all zeros and all ones, respectively, due to the effect of
the function codes at table entries 0 and 1 (FIG. 4a), respectively. Furthermore, bit plane 1 of the source bitmap
410 is mapped to bit planes 2 and 6 of the destination bitmap 412, bit plane 0 of the source bitmap 410 is map-
ped to bit planes 3 and 7 of the destination bitmap 412, bit plane 3 of the source bitmap 410 is mapped to bit
plane 4 of the destination bitmap 412 and bit plane 2 of the source bitmap 410 is mapped to bit plane 5 of the
destination bitmap 412. The above mapping is more clearly illustrated in FIG. 4c.

FIG. 5 is a partial schematic block diagram of a preferred implementation of the reformat engine 302, for
performing the reformat operation illustrated in FIGS. 4a-4¢. As shown in FIG. 5, source bits of the source pixel
data word 400a (FIG. 4a) are applied to inputs 0-3 of several multiplexors (MUXes) 504a-504d. The two bit
source indices at table entry numbers 0-3 of the lookup table 402 are applied to select inputs S0, S1 of the
MUXes 504a-504d, respectively, to select the source bit to be output from the respective MUX 504a-504d. The
outputs of MUXes 504a-504d are applied to inputs 2 and 3 of MUXes 508a-508d, respectively. Inputs 0 and
1 of each of the MUXes 504a-508d are tied to logic 0 and logic 1, respectively. The two bit function codes at
table entry numbers 0-3 of lookup table 402 are applied to select inputs S1, SO of MUXes 508a-508d, respec-
tively, for selecting an input of the respective MUX to be output therefrom to bit position 0-3, respectively, of
the destination pixel data word 400b (FIG. 4a).

For example, the function code 00b of table entry 0 is applied to the select inputs of MUX 508a, causing
the bit applied to input O thereof, which is a 0, to be output to destination bit position 0. Similarly, the function
code 01 of table entry 1 is applied to the select inputs of MUX 508b, causing the bit applied to input 1 thereof,
which is a 1, to be output to destination bit position 1. Referring to the MUXes 504c, 508¢, the source index
01b of table entry 2 is applied to the select inputs of MUX 504c¢, causing the bit applied to input 2 thereof, which
is a 1, to be output from MUX 504c¢ to inputs 2 and 3 of MUX 508c. The function code 10b of table entry 2 is
applied to the select inputs of MUX 508c, causing the bit applied to input 2 thereof, which is a 1, to be output
from MUX 508c to destination bit position 2. Finally, referring to MUXes 504d, 508d, the source index 00b of
table entry 3 is applied to the select inputs of MUX 504d, causing the bit applied to input 0 thereof, which is a
1, to be output from MUX 504d to inputs 2 and 3 of MUX 508d. The function code 10b of table entry 3 is applied
to the select inputs of MUX 508d, causing the bit applied to input 2 thereof, which is a 1, to be output from
MUX 508d to destination bit position 3.

Although not shown, it should be understood that additional MUXes connected in a similar fashion will be
provided within the reformat engine with respect to destination bits 4-7 of the destination pixel data word 400b
(FIG. 4a). It should also be understood that the circuitry illustrated in FIG. 5 is for the purposes of example
only and that any number of known logic techniques and components may be used to implement the reformat
engine 302.

In a particular method of using of the above-described invention, each source color component is copied
to the corresponding destination color component; in other words, the source red component is copied to the
destination red component, the source green component is copied to the destination green component and
the source blue component is copied to the destination blue component. If the number of bits comprising the
destination color component is less than the number of bits comprising the corresponding source color com-
ponent (i.e., m > n), a truncation operation will be performed, with the least significant bits of the source color
component being discarded. The truncation operation should preferably take into account the value of the most
significant discarded source color component bit (via a rounding operation) so that the remaining value may
be rounded up or down, as appropriate.



10

18

20

25

30

35

40

45

50

55

EP 0 662 679 A1

Alternatively, if the number of bits in the destination color component is greater than the number of bits
in the corresponding source color component (i.e., m < n), the high order bits of the source color component
will be repeated in the low order bits of the destination color component to render the best approximation.

The following four examples illustrate the above-described method:

1. Color Expansion--16 bit RGB source format (5 bits red, 6 bits green, 5 bits blue) to 32-bit XRGB des-

tination format (8 bits each red, green and blue).

2. Color Conversion--24-bit RGB source format (8 bits each red, green and blue) to 24-bit BGR destination

format (8 bits each blue, green and red).

3. Color Compression--24-bit RGB source format (8 bits each red, green and blue) to 16-bit RGB destin-

ation format (5 bits red, 6 bits green, 5 bits blue).

4. Color Selection--Extract planes 0 and 4 from 8-bit source bitmap to create a 2-bit destination bitmap.

Although example 4 is perhaps a bit esoteric, it illustrates the flexibility of the present invention. In the
above manner, the following types of reformatting operations can be easily effected using the apparatus and
method of the present invention by simply programming the lookup table 300 of FIG. 3 with appropriate function
code and index values for causing the appropriate input/output connections to be created by the reformat en-
gine 302, as previously described:

1. color expansion--converting a pixel of m bits into a pixel of n bits where m < n;

2. color conversion--converting a pixel of m bits in one format to a pixel of n bits in another format where

m=n;

3. color compression--converting a pixel of m bits into a pixel of n bits where m > n; and

4. color selection--converting a pixel by copying selected planes.

In operation, the entries in the lookup table 402 are initially set by software. In this manner, the reformat
logic 200 can be programmed to perform any one of the above types of reformatting operations. Pixel data
representing an image to be displayed on the display 20 is copied from the external storage device 16 into
system memory 14, where the data is stored as a bitmap of m bpp. Rectangular blocks of pixel data retrieved
from system memory 14 by the BITBLT engine 30 are input to the reformat engine 302 one m-bit pixel data
word at a time on m input lines and are reformatted into an n-bit destination pixel data word by the reformat
engine’s connecting each of the m input lines to one or more of the n output lines, as specified in the lookup
table 300.

It is understood that the present invention can take many forms and embodiments. The embodiments
shown herein are intended to illustrate rather than to limit the invention, it being appreciated that variations
may be made without departing from the spirit or the scope of the invention. For example, rather than being
embodied within the BITBLT engine 30, reformat logic 200 may reside directly on the system bus 18 or video
bus 23, such that any time data is written from one location to another, regardless of whether this operation
is performed as a BITBLT by the BITBLT engine 30, reformatting will be performed, for example, when a CPU
MOV instruction is executed. Furthermore, reformat engine 302 may comprise any number of combinations
of known logic elements and circuits. Additionally, the lockup table 300 may comprise any one of a number of
various memory devices and the display 20 may comprise a type of display other than a CRT, such as a liquid
crystal display (LCD), for example.

An embodiment provides apparatus for reformatting pixel data from a first bitmap format to a second bit-
map format: a lookup table comprising a plurality of table entries each indicating a bit source, wherein each
of said table entries is associated with a bit plane of said second bitmap and comprises an index for indexing
a bit plane of said first bitmap; and reformat engine connected to said lookup table, wherein for each of said
table entries, said reformat engine creates an electrical connection between said indicated bit source and said
associated second bitmap bit plane for mapping bits from said indicated bit source to said associated second
bitmap bit plane.

Claims

1. Apparatus for reformatting pixel data comprising an m-bit word to an n-bit word, the apparatus comprising:
a reformat engine for receiving said m-bit word and for outputting said n-bit word; and
alookup table electrically connected to said reformat engine and comprising at least one table entry
associated with a bit position of said n-bit word for indicating a bit source;
wherein said reformat engine creates an electrical connection between said indicated bit source
and said associated n-bit word bit position, according to said look-up table, such that a bit supplied by
said indicated bit source is output to said associated n-bit word bit position.
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The apparatus of claim 1 wherein said at least one table entry comprises a source index for indexing a
bit position of said m-bit word, said indicated bit source comprises said indexed m-bit word bit position
and said bit supplied by said indicated bit source comprises a binary value stored at said indexed m-bit
word bit position.

The apparatus of either of Claims 1 or 2 wherein said at least one table entry comprises a "write binary
one" function code, said indicated bit source comprises a positive five volt source and said bit supplied
by said indicated bit source comprises a binary one.

The apparatus of either of Claims 1 or 2 wherein said at least one table entry comprises a "write binary
zero" function code, said indicated bit source comprises electrical ground and said bit supplied by said
indicated bit source comprises a binary zero.

The apparatus of any preceding claims wherein said reformat engine comprises at least one logic element
the state of which is controlled by said at least one table entry.

The apparatus of any preceding claims wherein said conversion occurs during a bit block boundary trans-
fer (BITBLT) of pixel data from a first memory location to a second memory location.

Apparatus of any precedingclaim, wherein said m-bit word is derived from a first bitmap and said n-bit
word forms part of a second bitmap.

A bit boundary block transfer (BITBLT) engine for converting pixel data from a source format to a destin-
ation format during a BITBLT of said pixel data from a source memory location at which pixel data is stored
in said source format to a destination memory location at which said pixel data is to be stored in said des-
tination format, the BITBLT engine comprising:

reformat engine connected to said source memory location and having a plurality of inputs elec-
trically connected to said source memory location for receiving a source format pixel data word therefrom
and at a plurality of outputs electrically connected to said destination memory location for outputting a
destination format pixel data word thereto; and

alookup table connected to said reformat engine and comprising table entries each associated with
a bit position of said destination format pixel data word, wherein each of said table entries comprises a
source index for indexing a bit position of said source format pixel data word and a function code for in-
dicating a bit to be mapped to said associated destination format pixel data word bit position;

wherein when said function code comprises a first value, said bit to be mapped to said associated
destination format position comprises a bit at said indexed bit position of said source format pixel data
word.

The apparatus of Claim 8 wherein when said function code comprises a second value, said bit to be map-
ped to said associated destination format pixel data word bit position comprises a binary one.

The apparatus of Claim 8 wherein responsive to said function code comprising a third value, said bit to
be mapped to said associated destination format pixel data word bit position comprises a binary zero.

The apparatus of Claim 8 wherein said source format is m bits-per-pixel and said destination format is n
bits-per-pixel, wherein m and n positive integers, and said lookup table comprises n table entries.

A method of converting pixel data from an m bit-per-pixel format to an n bit-per-pixel format during a bit
block boundary transfer (BITBLT) of said pixel data from a source bitmap to a destination bitmap, the
method comprising;

initializing a lookup table comprising n table entries, wherein each of said n table entries is asso-
ciated with a destination bit plane of said destination bitmap, such that each of said n table entries indi-
cates a source of bits to be mapped to said associated destination bit plane;

for each table entry, using reformat engine to create an electrical connection between said asso-
ciated destination bit plane and said indicated bit source;

using a BITBLT engine to retrieve a block of said pixel data from said source bitmap;

inputting said retrieved pixel data block to said reformat engine one m-bit word at a time; and

outputting said block of data from said reformat engine to said destination bitmap one n-bit word
at a time.
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The method of Claim 12 wherein each of said n table entries comprises a source index and wherein, for
each of said n table entries, said initializing further comprises initializing said source index to index a
source bit plane to be mapped to said associated destination bit plane and said creating step further com-
prises creating an electrical connection between said indexed source bit plane and said associated des-
tination bit plane.

The method of Claims 12 or 13 wherein at least one of said n table entries comprises a function code,
and wherein for each of said at least one of said n table entries, said initializing step further comprises
setting said function code to a first value and said creating step further comprises creating an electrical
connection between a positive five volt source and said associated destination bit plane.

The method of either of Claims 12 or 13 wherein at least one of said n table entries comprises a function
code, and wherein for each of said at least one of said n table entries, said initializing step further com-
prises setting said function code to a second value and said creating step further comprises creating an
electrical connection between a electrical ground and said associated destination bit plane.
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